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The Flying Sidekick Traveling Salesman Problem: Optimization of Drone-assisted Parcel Delivery

Abstract: Once limited to the military domain, unmanned aerial vehicles are now poised to gain widespread adoption in the commercial sector. One such application is to deploy these aircraft, also known as drones, for last-mile delivery in logistics operations. While significant research efforts are underway to improve the technology required to enable delivery by drone, less attention has been focused on the operational challenges associated with leveraging this technology. This paper provides two mathematical programming models aimed at optimal routing and scheduling of unmanned aircraft, and delivery trucks, in this new paradigm of parcel delivery. In particular, a unique variant of the classical vehicle routing problem is introduced, motivated by a scenario in which an unmanned aerial vehicle works in collaboration with a traditional delivery truck to distribute parcels. We present mixed integer linear programming formulations for two delivery-by-drone problems, along with two simple, yet effective, heuristic solution approaches to solve problems of practical size. Solutions to these problems will facilitate the adoption of unmanned aircraft for last-mile delivery. Such a delivery system is expected to provide faster receipt of customer orders at less cost to the distributor and with reduced environmental impacts. A numerical analysis demonstrates the effectiveness of the heuristics and investigates the tradeoffs between using drones with faster flight speeds versus longer endurance.

Keywords: Unmanned aerial vehicle; vehicle routing problem; traveling salesman problem; logistics; integer programming; heuristics

1 Introduction

Amazon CEO Jeff Bezos recently captured headlines when he announced on the CBS broadcast of 60 Minutes that his company has developed a fleet of unmanned aerial vehicles (UAVs) for small parcel delivery (Rose 2013). The plan set forth by Bezos would use UAVs to deliver parcels from distribution centers (warehouses) directly to customers via Amazon’s Prime Air UAV, pictured in Figure 1a. In the warehouse-to-customer operation, parcels are loaded into a container that is held by the UAV, also known as a drone, unmanned aircraft system (UAS), and remotely piloted aircraft (RPA). The UAV departs from the warehouse and travels to the customer location, where it navigates via the onboard global positioning system (GPS). The container (with parcel inside) is dropped off near the customer’s front door and the UAV returns to the warehouse. All of this takes place without human intervention or guidance.

While some dismissed this announcement as a publicity stunt (Carlson (2013) notes that the story aired the night before “Cyber Monday,” one of the busiest online shopping days annually), Amazon is not alone in the race towards delivery-by-drone. German postal and logistics group Deutsche Post DHL recently announced that their Parcelcopter, pictured in Figure 1b, has been authorized to deliver medical supplies to a car-free island off the coast of Germany (Bryan 2014). Australian textbook distributor Zookal has begun testing delivery-by-drone in Australia, Singapore, and Malaysia, with hopes of entering the U.S. market in 2015 (Welch 2013). UPS is also said to be considering the use of drones for moving packages within, or between, warehouses (Stern 2013). More recently, Google entered the arena with the announcement of their Project Wing, featuring a vertical-takeoff-and-landing aircraft with a wing-shaped body (Madrigal 2014).

The use of UAVs for “last-mile” parcel delivery promises to change the landscape of the logistics industry. However, there remain several significant regulatory and technological barriers to overcome before drones realize widespread adoption in the commercial sector. In the United States, Federal Aviation Administration (FAA) rules currently prohibit the use of UAVs for commercial purposes (although other countries have less restrictive regulations). The FAA also requires UAVs to be operated under a ceiling of 400-feet and within the “pilot’s” line-of-sight, severely limiting their effective range and forcing a human operator to be occupied throughout the flight. However,
while Amazon’s fleet of drones remains grounded for now, the FAA has cleared oil and gas company BP (formerly British Petroleum) to fly UAVs at sea and over Alaska (Jansen 2014). This move may signal that companies like Amazon could be given the green-light soon, as the FAA is expected to provide updated guidance on the use of commercial UAVs in 2015.

From the technical perspective, researchers are working to improve the endurance and safety of UAVs. Because UAVs of the size appropriate for small parcel delivery are battery operated, one such research area involves the improvement of battery energy storage. Limited battery capacity impacts the flight endurance of these aircraft, which can also be affected by flight speed and payload. Additionally, for safety and reliability purposes, these UAVs may require redundant systems (e.g., additional motors and sensors) that further reduce flight endurance. Furthermore, UAVs rely on GPS, which has a limited accuracy of about 10 meters without corrective technologies (Arnold and Zandbergen 2011). UAVs operating in heavily forested areas or so-called urban canyons may lose contact with a GPS signal. As such, there is increased interest in localization and navigation approaches that enable UAVs to function in GPS-denied environments (c.f., Clark and Bevly (2008), Marais et al. (2014)). Similar research is also being conducted to combat GPS “spoofing,” whereby false signals are broadcast to enable the hijacking of a UAV (c.f., Humphreys (2012), Faughnan et al. (2013)). Even with perfect localization information, (semi-) autonomous UAVs require the ability to perform obstacle detection and avoidance. This is a fertile research area in robotics, where vision-, sonar-, and laser-based methodologies are being improved (c.f., Jimenez and Naranjo (2011), Merz and Kendoul (2013), Apatean et al. (2013), Pestana et al. (2014), Park and Kim (2014)). Given the potential for UAV applications, it is not surprising that a recent market study by the Teal Group forecasted that UAV spending will more than double over the next decade, with cumulative worldwide expenditures exceeding $89 billion. Although much of this research will be for military purposes, small UAVs (those weighing less than 55 pounds) of the type suitable for commercial applications represent the highest growth potential (Teal Group 2014).

While research related to overcoming the aforementioned technical issues is abundant, we are aware of no studies addressing the operational challenges. For example, consider the direct warehouse-to-customer operation proposed by Amazon. The Prime Air UAV has a range of 10 miles (Gross 2013). Thus, UAV deliveries must originate from distribution centers located in close proximity to customers. This may require a relocation of existing distribution centers, or the construction of new ones. To enjoy economies of scale, these distribution centers (DCs) would presumably be located near densely populated urban areas where, paradoxically, customers tend to live in high-rise housing with no “front door” on which to receive deliveries via UAV. Furthermore, although Amazon indicates that 86% of its deliveries weigh less than the five-pound payload.
(a) The traditional approach, where a delivery truck visits all customers.

(b) UAVs deliver to all eligible customers within the UAV’s flight range; the delivery truck serves customers with large parcels or those outside of flight range.

(c) Optimized assignment of customers to either a UAV or a traditional delivery truck.

(d) A comparison of delivery schedules for the three systems depicted above.

Figure 2: Customer deliveries are made by either a traditional delivery truck or via UAV. Customers 2 and 9 (circular nodes) are ineligible to be served via UAV (e.g., due to parcel weight restrictions).

capacity of its *Prime Air* UAVs (Gross 2013), the remaining percentage of deliveries would still require delivery by traditional means. Such a system is depicted in Figure 2b, where circular nodes indicate customers whose parcels cannot be delivered via UAV.

Depending upon the number of available UAVs, as well as the performance characteristics of the fleet, it may not be optimal to deliver-by-drone to all eligible customers. For example, in Figure 2c the total time required to deliver to all customers is decreased if the truck delivers parcels to some of the customers that could feasibly be served by the UAV.

In cases where the distribution center is located far from the customers, an alternative is to pair the UAV with a traditional delivery truck, as depicted in Figure 3b. The delivery truck departs from the DC carrying a UAV and all customer parcels. As the driver makes deliveries, the UAV is launched from the truck, carrying parcels for individual customers. While the UAV is en route, it needs no intervention from the delivery driver (autonomous flight). The UAV then returns to the truck, which has moved to a new customer location. The driver is required to load packages, replace batteries, and to recover the UAV to be secured aboard the truck while in transit.

There are several advantages associated with this unique approach to using UAVs for last-mile delivery. Primarily, by transporting the UAV closer to customer locations onboard the truck, the
(a) An optimal truck delivery sequence, without the aid of a UAV.

(b) The UAV is launched from a delivery truck, delivering parcels to two eligible customers.

(c) A comparison of delivery schedules for the two scenarios depicted above.

Figure 3: In cases where the distribution center (depot) is not conducive to direct UAV deliveries, a truck/UAV tandem may reduce delivery times. Customers 2 and 9, depicted by circular nodes above, are ineligible to be served via UAV.
UAV may be launched within flight range of more customers, increasing the effective flight range of the UAV. Additionally, this system leverages the ground vehicle’s much larger cargo capacity, with the truck serving dual roles as both a mobile depot and a delivery resource. Furthermore, as Ralph Rio of the ARC Advisory Group notes, in the event that the UAV experiences technical difficulties, the delivery driver is nearby to address the issue (Banker 2013). While AMP Electric Vehicles has teamed with researchers at the University of Cincinnati to develop a working prototype of a drone that takes off from, and returns to, a delivery truck (Wohlsen 2014), we are aware of no published algorithms that optimize delivery scheduling for UAV/truck tandems.

The primary contribution of this paper is to introduce a new variant of the traditional traveling salesman problem (TSP) that addresses the challenge of determining optimal customer assignments for a UAV working in tandem with a delivery truck. We term this problem, as depicted in Figure 3b, the flying sidekick traveling salesman problem (FSTSP). A review of the literature related to the FSTSP is presented in Section 2. This is followed by a formal definition of the FSTSP in Section 3, where a mixed integer linear programming formulation is provided. Owing to the NP-hard nature of this problem, an efficient heuristic is proposed to solve large-scale FSTSP instances of the size that may be encountered by a parcel delivery service.

Secondarily, we also introduce the problem associated with devising optimal truck and UAV assignments in the case of a DC located in close proximity to customers (i.e., as depicted in Figures 2b and 2c). We term this the parallel drone scheduling TSP (PDSTSP), and provide a formal definition, mathematical programming formulation, and heuristic solution approach in Section 4. We demonstrate empirically, via an extensive numerical analysis in Section 5, the effectiveness of the proposed heuristics and highlight the benefits of last-mile parcel delivery by a UAV/truck tandem over the traditional truck-only operation. Also provided in Section 5 is an analysis of the trade-offs between UAV speed and endurance. Finally, a summary and overview of the myriad future research opportunities related to the FSTSP and PDSTSP are highlighted in Section 6.

2 Related Literature

There is a vast body of literature on the TSP and the vehicle routing problem (VRP). While these foundational problems are not directly applicable to the problems at hand, the interested reader is referred to the recent TSP surveys by Golden et al. (2008) and Eksioglu et al. (2009), the book on the VRP and its extensions by Toth and Vigo (2002), the survey on the multiple TSP (mTSP) provided by Bektas (2006), the survey on automated guided vehicles provided by Vis (2006), and the review of order-first split-second heuristic approaches presented by Prins et al. (2014). Despite the myriad TSP and VRP variants (e.g., problems resulting from the incorporation of time windows, customer priorities, asymmetric travel distances, or heterogeneous vehicles), we are aware of no study that addresses the two particular problems under consideration. In the remainder of this section we discuss works that share some common features with the proposed PDSTSP and FSTSP.

One broad categorization of related problems involves VRPs with multiple coordination constraints (c.f., Gelareh et al. (2013)). Of the seven classifications of vehicle synchronization defined in the survey paper by Drexel (2012), the FSTSP may be categorized under movement synchronization en route, whereby vehicles may join and separate multiple times along a route. Although the author notes that this particular category has received limited attention in the literature, one such paper considers the VRP with trailers and transshipments (VRPTT), as in Drexel (2007). In this problem, trucks and trailers are routed to customers, such that customers may require service from either a truck or from a truck-trailer pair. The trailers, which may only be moved by trucks, can
be decoupled from one truck and picked up by a different truck. These transfers may be conducted at transshipment locations. The problem is to determine minimum-cost routes for the vehicles.

A similar problem is the truck and trailer routing problem (TTRP), in which two sets of customers exist: those that may be visited by a truck only, or those that may be visited by a truck-and-trailer pair. Thus, it may be necessary for a truck to decouple from a trailer before visiting a certain customer. In the original version proposed by Chao (2002), each trailer is paired with a particular truck (i.e., trailers may not be shared by trucks). However, the survey of TTRPs provided by Derigs et al. (2013) describes less restrictive variants of the problem. Regarding solution approaches, Villegas et al. (2013) proposed a two-phased “matheuristic” approach for the TTRP, where a combination of greedy randomized adaptive search procedures (GRASP) and iterated local search (ILS) are used to generate a candidate pool of routes in the first phase. Subsequently, the candidate solutions are used as columns in a set partitioning formulation, which is solved via integer programming software. Although the truck and trailer problems require the coordination of vehicles that may be decoupled, these problems differ from the proposed FSTSP in that the FSTSP considers two types of vehicles that may move independently.

Another related problem is considered by Crevier et al. (2007), who explore a VRP where vehicles may be replenished by intermediate depots along each vehicle’s route. A three-phase heuristic (a cost-saving construction function, a tabu search-based improvement function, and a guided local search function for final improvements) was proposed by Tarantilis et al. (2008). Our problem shares the feature of a vehicle being replenished along a tour. However, in the FSTSP, the replenishment “node” is actually another vehicle that is, itself, also visiting customers.

The work most closely related to the FSTSP appears to be Lin (2011), which considers a pickup and delivery problem where heavy resources (e.g., vans) can transport light resources (e.g., scooters or foot couriers). The resources depart from, and return to, a depot (either separately or in tandem), with the condition that all parcels collected from customers must be delivered to the depot before a cutoff time. While en route, the resources may pick up parcels from customers independently, such that pickups must be performed within a customer’s pre-specified time window. Light resources may disembark from heavy resources at a customer location, although the light resources may not separate from a heavy resource more than once. If the light and heavy resources return to the depot in tandem, they must rendezvous at the location of the last customer in the heavy vehicle’s route. While the interesting paper of Lin (2011) considers vehicles that may separate and reconnect, our problem exhibits several distinguishing characteristics. First, the UAV in our problem may separate and reconnect with the delivery truck multiple times along a route. Second, due to its limited payload capacity, our UAV is constrained to visiting one customer at a time. Also due to payload limitations, our problem of interest considers that some customer requests may be too heavy for the UAV. Finally, the UAVs in our problem are subject to a maximum flight endurance.

In the next two sections, new models are presented to leverage the unique capabilities afforded by the incorporation of UAVs into logistics operations.

3 The Flying Sidekick TSP

The FSTSP considers a set of $c$ customers, each of whom must be served exactly once by either a driver-operated delivery truck or an unmanned aircraft operating in coordination with the truck. Because some customer requests may be infeasible to fulfill by the UAV (e.g., parcels that exceed the UAV’s payload capacity, parcels requiring a signature, or customer locations not amenable to safely landing the UAV), these customers must be served by the truck only.

The truck and UAV must depart from, and return to, a single depot (distribution center) exactly
once. The two vehicles may depart (or return) either in tandem or independently; while traveling in tandem the UAV is transported by the truck, thus conserving battery power.

Over the course of a delivery cycle the UAV may make multiple sorties, each consisting of three locations (nodes). A UAV sortie may begin at either the depot (where the UAV is loaded with a parcel for a customer) or from a customer location (where it is loaded by the truck driver with a parcel). Prior to launch, a service time may be required for the driver to change the UAV’s battery and to load the parcel. The second node in a sortie must be a customer that is serviced by the UAV. The final node of a sortie may be either the depot or the location of the truck. If a sortie ends at the truck, another service time may be required for the driver to recover the UAV. Once launched, the UAV must visit a customer and return to either the truck or the depot within the UAV’s flight endurance limit. The objective of the FSTSP is to minimize the time required to service all customers and return both vehicles to the depot.

3.1 Assumptions

The following operating conditions are assumed:

- Although the UAV may visit only one customer per sortie, the truck may visit multiple customers while the UAV is in flight.
- The UAV is assumed to remain in constant flight while on a sortie, except to deliver the parcel at a customer. Thus, when coordinating the return to the truck, the UAV cannot temporarily land while en route to conserve battery power should the UAV arrive before the truck.
- If the UAV is collected by the truck at some customer node $i$, the UAV may be re-launched from $i$. However, if the UAV is launched from $i$, it may not return to the truck at node $i$.
- If the final leg of a UAV sortie involves a rendezvous with the truck, this must take place at the location of a customer serviced by the truck; the UAV cannot reconnect with the truck at some intermediate location. Furthermore, the truck may not revisit any customer nodes to retrieve the UAV.
- Neither the UAV nor the truck may visit any non-customer nodes (other than the depot, of course). Additionally, neither vehicle may revisit any customers.
- In the event that a UAV sortie ends at the depot, the UAV is taken out of service (i.e., it cannot be re-launched from the depot). Because the FSTSP is motivated by situations where it is impractical to operate sorties directly from a depot (distribution center), this seems to be a reasonable assumption. In such a case, where there is no need to coordinate the UAV with the delivery truck, the PDSTSP presented in Section 4 would be more applicable.

3.2 Notation and Mathematical Formulation

The following parameter notation is employed by the mixed integer linear programming (MILP) formulation of the FSTSP. Let $C = \{1, 2, \ldots, c\}$ represent the set of all customers, and let $C' \subseteq C$ denote the subset of customers that may be serviced by the UAV. Although a single physical depot location exists, notationally we assign it to two unique node numbers, such that vehicles depart from the depot at node 0 and return to the depot at node $c + 1$. Thus, $N = \{0, 1, \ldots, c + 1\}$ represents the set of all nodes in the network. To further facilitate the network structure of the problem, let $N_0 = \{0, 1, \ldots, c\}$ represent the set of nodes from which a vehicle may depart, and let $N_+ = \{1, 2, \ldots, c + 1\}$ represent the set of nodes to which a vehicle may visit, during the course of a tour.

The time required for the truck to travel from node $i \in N_0$ to node $j \in N_+$ is given by $\tau_{ij}$. Parameter $\tau'_{ij}$ represents the analogous travel time for the UAV. Differentiating the travel times
for the truck and UAV accounts for each vehicle’s unique travel speed. Thus, as UAVs are allowed to fly between customers, road restrictions are ignored; however, the truck would presumably be confined to travel along the road network. Because it is assumed that a vehicle may not revisit any node, \( \tau_{ii} \) and \( \tau'_{ii} \) are undefined for all \( i \in N \). Note that, for the sake of completeness, \( \tau_{0,0,c+1} \equiv 0 \), to account for the pathological case where only a single customer exists and is served by the UAV directly from the depot.

The times required by the truck driver to prepare the UAV for launch and to recover the UAV upon rendezvous are given by parameters \( s_L \) and \( s_R \), respectively. The flight endurance of the UAV, measured in units of time, is given by parameter \( e \).

Finally, new notation is required to identify all possible three-node sorties that may be flown by the UAV. Let \( P \) represent the set of tuples, of the form \( (i,j,k) \). An element \( (i,j,k) \) may be included in \( P \) if the following conditions hold:

1. The launch point, \( i \), must not be the ending depot node (i.e., \( i \in N_0 \)).
2. The delivery point, \( j \), must be a UAV-eligible customer and must not be the same as the launch point, \( i \) (i.e., \( j \in \{C': j \neq i\} \)).
3. The rendezvous point, \( k \), may be either a customer or the ending depot, it must not equal either \( i \) or \( j \), and the UAV’s travel time from \( i \to j \to k \) must not exceed the endurance of the UAV (i.e., \( k \in \{N_+: k \neq j, k \neq i, \tau_{ij} + \tau'_{jk} \leq e\} \)).

With the parameter notation in hand, we may now define the decision variables. Let \( x_{ij} \in \{0,1\} \) equal one if the truck travels from node \( i \in N_0 \) to node \( j \in N_+ \), where \( i \neq j \). UAV sorties are identified by \( y_{ijk} \in \{0,1\} \), which equals one if the UAV is launched from node \( i \in N_0 \), travels to node \( j \in C \) (visiting a customer without the truck), and returns to a truck or the ending depot at node \( k \in \{N_+: (i,j,k) \in P\} \). The time at which the truck arrives at node \( j \in N_+ \) is given by \( t_{ij} \geq 0 \). Similarly, the time at which the UAV arrives at node \( j \in N_+ \) is given by \( t'_{ij} \geq 0 \). We define \( t_0 = t'_0 = 0 \) to represent the earliest time at which the truck or UAV may leave the depot (either independently or in unison).

Two auxiliary decision variables are also required. First, \( p_{ij} \in \{0,1\} \) equals one if customer \( i \in C \) is visited at some time before customer \( j \in \{C: j \neq i\} \) in the truck’s path. The purpose of this variable is to ensure that consecutive UAV sorties are consistent with the ordering of the truck’s visitation sequence. If customers \( i \) or \( j \) are visited only by a UAV, the value of \( p_{ij} \) will be inconsequential in the constraints. We define \( p_{0j} = 1 \) for all \( j \in C \), to indicate that the depot (node 0) must be the starting node in the truck’s path. Finally, as in standard TSP subtour elimination constraints, \( 1 \leq u_i \leq c+2 \) specifies the position of node \( i \in N_+ \) in the truck’s path. However, unlike a TSP, the FSTSP involves multiple vehicles (one truck and one UAV) and the nodes assigned to the truck are not known a priori. Thus, the values assigned to \( u_i \) for nodes visited by the truck are critical to preventing truck subtours, while the values for \( u_i \) associated with a node that is visited only by the UAV are effectively ignored by the constraints.

\[
\begin{align*}
\text{Min} & \quad t_{c+1} \\
\text{s.t.} & \quad \sum_{i \in N_0} x_{ij} + \sum_{i \in N_0} \sum_{k \in N_+} y_{ijk} = 1 \quad \forall j \in C \\
& \quad \sum_{j \in N_+} x_{0j} = 1 \\
& \quad \sum_{i \in N_0} x_{i,c+1} = 1
\end{align*}
\]
\[ u_i - u_j + 1 \leq (c + 2)(1 - x_{ij}) \quad \forall \, i \in C, j \in \{ N_+ : j \neq i \} \] (5)

\[ \sum_{i \in N_0, \, i \neq j} x_{ij} = \sum_{k \in N_+} x_{jk} \quad \forall \, j \in C \] (6)

\[ \sum_{j \in C} \sum_{k \in N_+, \, j \neq i} y_{ijk} \leq 1 \quad \forall \, i \in N_0 \] (7)

\[ \sum_{i \in N_0} \sum_{j \in C} \sum_{\langle i, j, k \rangle \in P} y_{ijk} \leq 1 \quad \forall \, k \in N_+ \] (8)

\[ 2y_{ijk} \leq \sum_{h \in N_0, \, h \neq i} x_{hi} + \sum_{l \in C, \, l \neq k} x_{lk} \quad \forall \, i \in C, j \in \{ C : j \neq i \}, k \in \{ N_+ : \langle i, j, k \rangle \in P \} \] (9)

\[ y_{0jk} \leq \sum_{h \in N_0, \, h \neq k} x_{hk} \quad \forall \, j \in C, k \in \{ N_+ : \langle 0, j, k \rangle \in P \} \] (10)

\[ u_k - u_i \geq 1 - (c + 2) \left( 1 - \sum_{j \in C} \sum_{\langle i, j, k \rangle \in P} y_{ijk} \right) \quad \forall \, i \in C, k \in \{ N_+ : k \neq i \} \] (11)

\[ t'_i \geq t_i - M \left( 1 - \sum_{j \in C} \sum_{k \in N_+, \, j \neq i} y_{ijk} \right) \quad \forall \, i \in C \] (12)

\[ t'_i \leq t_i + M \left( 1 - \sum_{j \in C} \sum_{k \in N_+, \, j \neq i} y_{ijk} \right) \quad \forall \, i \in C \] (13)

\[ t'_k \geq t_k - M \left( 1 - \sum_{i \in N_0, \, i \neq k} \sum_{j \in C} y_{ijk} \right) \quad \forall \, k \in N_+ \] (14)

\[ t'_k \leq t_k + M \left( 1 - \sum_{i \in N_0, \, i \neq k} \sum_{j \in C} y_{ijk} \right) \quad \forall \, k \in N_+ \] (15)

\[ t_k \geq t_h + \tau_{hk} + s_L \left( \sum_{l \in C} \sum_{m \in N_+} y_{klm} \right) + s_R \left( \sum_{i \in N_0} \sum_{j \in C} \sum_{\langle i, j, k \rangle \in P} y_{ijk} \right) - M(1 - x_{hk}) \]

\[ \forall \, h \in N_0, k \in \{ N_+ : k \neq h \} \] (16)

\[ t'_j \geq t'_i + \tau'_{ij} - M \left( 1 - \sum_{k \in N_+} \sum_{\langle i, j, k \rangle \in P} y_{ijk} \right) \quad \forall \, j \in C', i \in \{ N_0 : i \neq j \} \] (17)
\[ t'_{ik} \geq t'_l + \tau_{lk} + s_R - M \left( 1 - \sum_{j \in N_0 \setminus \{i,j,k\}} y_{ijk} \right) \quad \forall j \in C', k \in \{N_+: k \neq j\} \tag{18} \]

\[ t'_k - (t'_j - \tau_{ij}) \leq c + M(1 - y_{ijk}) \quad \forall k \in N_+, j \in \{C : j \neq k\}, i \in \{N_0 : (i,j,k) \in P\} \tag{19} \]

\[ u_i - u_j \geq 1 - (c+2)p_{ij} \quad \forall i \in C, j \in \{C : j \neq i\} \tag{20} \]

\[ u_i - u_j \leq -1 + (c+2)(1-p_{ij}) \quad \forall i \in C, j \in \{C : j \neq i\} \tag{21} \]

\[ p_{ij} + p_{ji} = 1 \quad \forall i \in C, j \in \{C : j \neq i\} \tag{22} \]

\[ t_i \geq t'_l - M \left( 3 - \sum_{j \in C, (i,j,k) \in P, j \neq l} y_{ijk} - \sum_{m \in C, m \neq i} \sum_{(l,m,n) \in P, l \neq n} y_{lmn} - pm \right) \tag{23} \]

\[ t_0 = 0 \tag{24} \]

\[ t'_0 = 0 \tag{25} \]

\[ p_{0j} = 1 \quad \forall j \in C \tag{26} \]

\[ x_{ij} \in \{0,1\} \quad \forall i \in N_0, j \in \{N_+ : j \neq i\} \tag{27} \]

\[ y_{ijk} \in \{0,1\} \quad \forall i \in N_0, j \in \{N_+ : j \neq i\}, k \in \{N_+ : (i,j,k) \in P\} \tag{28} \]

\[ 1 \leq u_i \leq c + 2 \quad \forall i \in N_+ \tag{29} \]

\[ t_i \geq 0 \quad \forall i \in N \tag{30} \]

\[ t'_i \geq 0 \quad \forall i \in N \tag{31} \]

\[ p_{ij} \in \{0,1\} \quad \forall i \in N_0, j \in \{C : j \neq i\}. \tag{32} \]

The objective function (1) seeks to minimize the latest time at which either the truck or the UAV return to the depot. Although \( t_{c+1} \) describes the truck’s return time to the depot, Constraints (14) and (15) serve to link the UAV’s and truck’s return time to the depot. Thus, the objective function is equivalent to \( \min\{\max\{t_{c+1}, t'_{c+1}\}\} \). Constraint (2) requires each customer to be visited exactly once. Constraint (3) ensures that the truck departs from the depot exactly once, while Constraint (4) requires the truck to return to the depot exactly once. Subtour elimination constraints for the truck are provided by (5), where the bounds for continuous variable \( u_i \) are specified by (29). Constraint (6) indicates that a truck visiting node \( j \) must also depart from \( j \), while Constraint (7) states that the UAV may launch from any particular node, including the depot, at most once. Similarly, Constraint (8) indicates that the UAV may rendezvous at any particular node (including customers and the ending depot) at most once.

In Constraint (9), if the UAV launches from customer \( i \) and is collected by the truck at node \( k \), then the truck must be assigned to both nodes \( i \) and \( k \). Furthermore, Constraint (10) ensures that if the UAV launches from the starting depot \( 0 \) and is collected at node \( k \), then the truck must be assigned to node \( k \). Similarly, in Constraint (11), if the UAV launches from customer \( i \) and is collected at node \( k \), then the truck must visit \( i \) before \( k \).

Constraints (12) and (13) ensure that the truck and the UAV are time-coordinated when the UAV is launched from customer node \( i \). Note that the UAV and truck may depart from the depot at different times. These constraints will force the truck and the UAV to arrive at node \( i \) at the
same time. Similarly, (14) and (15) time-coordinate the truck and UAV when the UAV returns to the truck at node $k$. These constraints will force the truck and the UAV to arrive at node $k$ at the same time. Constraints (12) – (15) assume that if the UAV were launched from $i$ it cannot rendezvous at $i$, and that a UAV may not be launched multiple times from the same node.

To explain Constraint (16), suppose the truck travels from $h \in N_0$ to $k \in N_1$. The truck’s effective arrival time at $k$ must incorporate the truck’s arrival time at $h$ and the truck’s travel time from $h$ to $k$. If the UAV were launched from $k$, then the setup time for launch ($s_L$) must be incorporated. If, prior to launching from $k$, the UAV returns to $k$, then the retrieval time ($s_R$) must also be incorporated. This constraint will be nonbinding if the truck does not travel from $h$ to $k$. Note that $t_0$ is defined to be zero, as in Constraint (24), to accommodate the truck’s departure from the depot (i.e., when $h = 0$).

Constraint (17) states that if the UAV launches from node $i$, then its arrival time at some node $j$ must incorporate the travel time from $i$ to $j$. The load time, $s_L$, is not included because Constraints (12) and (13) will force $t'_i = t_i$ if launching from $i$, and (14) and (15) incorporate $s_L$ for the arrival time at $j$. These constraints require $t'_0$ to be defined to be zero, as in Constraint (25).

Similarly, in Constraint (18), if the UAV is retrieved by the truck at node $k$, then the arrival time at $k$ must incorporate the travel time from $j$ to $k$ plus the recovery service time at $k$, $s_R$. Parameter $s_R$ must be included to address situations where the truck could reach node $k$ before the UAV. For example, suppose the truck could reach node $k$ as early as time 9, and that the UAV could reach this node as early as time 11. Constraints (14) and (15) alone would force $t_k = t'_k = 11$. Now, suppose that the recovery time is $s_R = 1$. Constraint (16) incorporates the UAV’s recovery time into the truck’s arrival time, but it does not capture the time at which the UAV actually arrives. Without (18), (16) would allow the recovery time to be charged to the truck prior to the UAV’s arrival, as (16) relates the sequential times for only the truck (irrespective of the UAV’s arrival time). Constraint (18) effectively increases the arrival time for the UAV, to ensure that the recovery time is correctly captured. Thus, in this example, the UAV’s correct effective arrival time would be $11 + 1 = 12$. Now, (14) and (15) will correctly force $t_k = t'_k = 12$. In other words, Constraints (14), (15), and (18) become binding. Conversely, if the UAV could reach node $k$ before the truck, constraints (14), (15), and (16) would be binding.

The UAV’s flight endurance is addressed in Constraint (19), where $t'_k$ represents the arrival time to node $k$ and the second term determines the departure time from node $i$. This constraint becomes active only if the UAV travels from $i \to j \to k$. Constraints (20) – (22) determine the proper values of $p_{ij}$. Recall that $u_i$ and $p_{ij}$ describe the ordering of nodes visited by the truck only, and that their values are inconsequential for any $i$ and $j$ that are visited only by the UAV.

To explain Constraint (23), suppose the UAV launches from $i$ and returns to $k$. Further, suppose that the UAV later launches from $l$ ($p_{il} = 1$). Constraint (23) will prevent the launch time from $l$, $t'_l$, from preceding the return time to $k$, $t'_k$. If the UAV does not return to $k$, the UAV does not launch from $l$, or $i$ does not precede $l$, then this constraint will not be binding. This constraint requires the definition of $p_{il} = 1$ for all $l \in C$, as in Constraint (26). Finally, (27) – (32) specify the decision variable definitions.

In Constraints (12) – (19), $M$ is a sufficiently large number that should be greater than or equal to the latest time at which both the UAV and the truck return to the depot. Since the minimum acceptable value for $M$ cannot be determined a priori, one approach is to use a nearest neighbor heuristic to calculate an upper bound on the time required to visit all customers and return to the depot. Initialize $M = 0$, and begin constructing a truck route that starts from the depot ($i = 0$). Find the nearest unvisited customer, $j$, and let $M \leftarrow M + \tau_{ij}$. Update $i = j$ and repeat the process of adding the nearest customer until all customers have been visited. Finally, let $M \leftarrow M + \tau_{i,c+1}$, returning the truck to the depot.
3.3 A FSTSP Heuristic

As an extension of the TSP, it is clear that the FSTSP is NP-hard. In fact, our preliminary testing revealed that MILP solvers may require several hours to solve the above formulation optimally for seemingly simple 10-customer problems. Clearly, heuristic solution approaches are required for problems of practical size. The framework for one such heuristic is proposed here, where pseudocode of the main function is provided in Algorithm 1.

This is a route and re-assign heuristic, whereby the procedure begins by solving a TSP that assigns the truck to visit all customers. Because the TSP is itself an NP-hard problem, we explore several TSP heuristics in the numerical analysis of Section 5. For now, presume that solveTSP is a generic function that returns the sequence of nodes visited by the truck (denoted by the array truckRoute), starting from and returning to the depot. Figure 4a shows a truck route in which all six customers are assigned to the truck. The ordered vector truckSubRoutes initially contains the sequence of stops made by the truck. As the procedure progresses, the truck's route will be partitioned into numerous subroutes. The solveTSP function should also return the time at which the truck arrives at each node (denoted by the array t). These arrival times will be used later in the heuristic to determine the savings associated with adjusting the customer assignments.

Algorithm 1 Pseudocode for the main FSTSP heuristic.

1: Initialize:
2: Cprime = C' % Make a copy of the set of UAV-eligible customers
3: [truckRoute, t] = solveTSP(C)
4: truckSubRoutes = {truckRoute}
5: maxSavings = 0
6: repeat
7: for all (j ∈ Cprime) do
8: Call the calcSavings(j, t) function.
9: for all (subroute in truckSubRoutes) do
10: if (there is a UAV assoc. with this subroute) then
11: Call the calcCostTruck(j, t, subroute) function.
12: else
13: Call the calcCostUAV(j, t, subroute) function.
14: end if
15: end for
16: end for
17: if (maxSavings > 0) then
18: Call the performUpdate function.
19: Reset maxSavings = 0.
20: else
21: STOP
22: end if
23: until (Stop)

Next, the procedure considers each UAV-eligible customer (i.e., for each j ∈ Cprime, as in line 7 of Algorithm 1) and determines the savings associated with removing that customer from its position in the truck's route. This is performed within the calcSavings function, as described in Algorithm 2. As an example, consider the truck sequence shown in Figure 4a. Suppose that UAV-eligible customer 5 ∈ Cprime were removed from the truck's tour. Let i = 2 and k = 1.
The delivery truck is initially assigned to visit all customers. truckSubRoutes = truckRoute = \{0, 3, 6, 2, 5, 1, 4, 7\}. Cprime = C' = \{6, 2, 5, 4\}.

(a) The delivery truck is initially assigned to visit all customers.

(b) UAV-eligible customer 5 has been removed from the truck’s route and is assigned to the UAV. The UAV is launched from the depot (node 0) and is recovered by the truck at node 2. There are now two truck subroutes, \{0, 3, 6, 2\} and \{2, 1, 4, 7\}; Cprime = \{6, 4\}.

(c) Customer 4 is assigned to the UAV. There are now three truck subroutes, and Cprime = \{6\}.

Figure 4: A notional example to demonstrate the FSTSP heuristic. Nodes 0 and 7 represent the depot. Customers in C' (UAV-eligible) are shown in boxed nodes, while the remaining circular nodes represent UAV-ineligible customers.

Algorithm 2 Pseudocode for the calcSavings function. This function calculates the savings achieved by removing some customer j from the truck’s route.

Require: j (a customer currently assigned to the truck) and t (the vector of the truck’s arrival time to each node).

1: Find i, the node immediately preceding j in the truck’s route.
2: Find k, the immediate successor node to j in the truck’s route.
3: savings = \tau_{i,j} + \tau_{j,k} - \tau_{i,k}
4: if (j is currently in a truck subroute paired with the UAV) then
5:   % Savings may be limited by the existing UAV assignment
6:   % (e.g., the truck waits for the UAV to return):
7:   Find a, the first node in the truck’s subroute (where the UAV launches).
8:   Find b, the last node in the truck’s subroute (where the UAV returns).
9:   Find j', the customer visited by the UAV associated with this subroute.
10: Calculate t' [b], the truck’s arrival time to b if j is removed from the truck route.
11: savings = min\{savings, t' [b] - (t[a] + \tau_{a,j'} + \tau_{j',b} + s_R)\}
12: end if
Note that a negative savings value in line 11 of Algorithm 2 can occur in cases where removing customer \( j \) from the truck’s route would result in the truck waiting at customer \( b \) for the UAV to arrive. By contrast, a positive savings value will result if the UAV is currently waiting for the truck, but removing \( j \) from the truck’s route would reduce the wait. The heuristic seeks these positive savings, as they are indicative of customers whose removal may hasten the delivery times to subsequent customers. An assignment change is only implemented if the net savings (that is, the savings associated with removing \( j \) from the truck’s route minus the cost incurred by serving \( j \) at a different time by either the truck or the UAV) is positive. Since the cost of moving \( j \) can never be negative, it is not necessary to explicitly bound savings below by zero. The cost functions for the truck and UAV are described next.

Returning to the main FSTSP pseudocode, in line 9 of Algorithm 1 each truck subroute is investigated to calculate the cost of either inserting \( j \) into a different position in the truck route or serving \( j \) via the UAV. For example, Figure 4b shows two truck subroutes, where the first subroute is associated with a UAV sortie. For the case of \( j = 4 \in C_{\text{prime}} \), this customer could be inserted into the truck’s first subroute \( \{(0, 3, 6, 2)\} \), where it would be served by the truck. The cost associated with this insertion is calculated in the calcCostTruck function, described in Algorithm 3. Alternatively, customer 4 could be served by the UAV in the second subroute \( \{(2, 1, 4, 7)\} \), which is not currently associated with a UAV sortie. This cost is calculated in the calcCostUAV function, as in Algorithm 4.

Focusing on the calcCostTruck function, an attempt is made to insert customer \( j \) into the truck’s route between adjacent nodes \( i \) and \( k \). For example, in Figure 4b, customer \( j = 4 \) might be inserted between nodes 0 and 3, 3 and 6, or 6 and 2 in the first truck subroute. Even if this is an attractive insertion (i.e., if cost < savings), the insertion of \( j \) will necessarily add to the duration of this subroute. Thus, one must verify that the UAV has sufficient endurance to rendezvous with the truck at the last node in this subroute (i.e., node \( b = 2 \)). If the net savings associated with this insertion is the best observed thus far, store the nodes between which \( j \) will be inserted and set a flag to indicate that \( j \) will not be served by the UAV.

Similarly, the calcCostUAV function (Algorithm 4) calculates the cost associated with serving some customer \( j \in C_{\text{prime}} \) via the UAV. Investigate each pair of nodes, \( i \) and \( k \), such that the two nodes are not necessarily adjacent but that \( i \) precedes \( k \), in a given subroute that is not currently connected with the UAV. For example, in Figure 4b, if \( j = 4 \) were to be visited by the UAV in the truck’s second subtour, the \((i, k)\) pairs to investigate would be \((2, 1)\), \((2, 7)\), or \((1, 7)\). It is desired to calculate the time delay associated with a UAV sortie that launches from node \( i \), visits customer \( j \), and returns to the truck at node \( k \). This candidate sortie’s duration must not exceed the UAV’s endurance. If customer \( j \) is served by the truck in the current subroute, the truck’s arrival times to each node must be re-calculated (as \( j \) would be removed from the truck’s route). The cost associated with the candidate UAV sortie will be the maximum of either the extra time required by the truck to perform the launch and recovery activities at node \( i \), or the time delay associated with the truck waiting to retrieve the UAV at node \( k \).

At the end of each iteration (i.e., for each choice of \( j \in C_{\text{prime}} \) in Algorithm 1), the modification associated with the maximum savings must be implemented. This is accomplished in the performUpdate function, as shown in Algorithm 5. As the procedure continues, truckRoute will be partitioned into subroutes; the exact partitioning being determined by the launch and recovery nodes for the sidekick UAV. Other customers may be inserted into truck subroutes associated with the UAV. For example, in the assignment shown in Figure 4c, customer 4 could be inserted into the truck’s subroute \( 0 \rightarrow 3 \rightarrow 6 \rightarrow 2 \). However, since the UAV is launched from the beginning of this subroute (node 0) and is recovered at the end of the subroute (node 2), no additional UAV assignments can be attributed to this subroute. Note that, although the UAV is recovered at node
Algorithm 3 Pseudocode for the `calcCostTruck` function, which calculates the cost of inserting some customer $j$ into a different position of the truck’s route.

Require: $j$, $t$, subroute
Find $a$, the first node in the truck’s subroute.
Find $b$, the last node in the truck’s subroute.
for all (adjacent $i$ and $k$ in subroute) do
  % Try to insert $j$ into this truck subroute
  % $i \rightarrow j$ would become $i \rightarrow j \rightarrow k$
  cost = $\tau_{i,j} + \tau_{j,k} - \tau_{i,k}$
  if (cost < savings) then
    % Can the UAV assigned to this subroute still feasibly fly?
    if ($t[b] - t[a] + cost \leq e$) then
      if (savings - cost > maxSavings) then
        % Save this change
        servedByUAV = False
        $j^* = j$; $i^* = i$; $k^* = k$
        maxSavings = savings - cost
      end if
    end if
  end if
end for

Algorithm 4 Pseudocode for the `calcCostUAV` function, which calculates the cost of serving some customer $j$ via the UAV.

Require: $j$, $t$, subroute
% This truck subroute is not associated with a UAV visit
% Try to use the UAV to visit $j$
for all (i and k in subroute, such that i precedes k) do
  if ($\tau'_{i,j} + \tau'_{j,k} \leq e$) then
    Find $t'[k]$, the truck’s arrival time to node $k$ if $j$ were removed from the truck’s route.
    cost = max $\{0, \max \{(t'[k] - t[i]) + s_L + s_R, \tau'_{i,j} + \tau'_{j,k} + s_L + s_R\} - (t'[k] - t[i])\}$
    if (savings - cost > maxSavings) then
      servedByUAV = True
      $j^* = j$; $i^* = i$; $k^* = k$
      maxSavings = savings - cost
    end if
  end if
end for
2, it could also be re-launched from this node. Thus, Node 2 also appears as the first node of the
second truck subroute in Figure 4c. The procedure continues until no improving reassignments of
customers can be found.

Algorithm 5 Pseudocode for the performUpdate function.

Require: servedByUAV, i∗, j∗, k∗
if (servedByUAV == True) then
    The UAV is now assigned to i∗ → j∗ → k∗.
    Remove j∗ from truckRoute and truckSubRoutes
    Append a new truck subroute that starts at i∗ and ends at k∗
    Remove i∗, j∗, and k∗ from Cprime
    Update t (the vector of truck arrival times to each node)
else
    Remove j∗ from its current truck subroute
    Insert j∗ between i∗ and k∗ in the new truck subroute
    Update truckRoute to reflect the new sequence of nodes visited
    Update t
end if

4 The Parallel Drone Scheduling TSP

The FSTSP is applicable to scenarios in which the DC is relatively far from the customer locations
and a single UAV is available to operate in synchronization with a delivery truck. However, in the
event that a significant proportion of customers are located within a UAV’s flight range from the
DC, a different problem arises. The parallel drone scheduling TSP (PDSTSP) may be formally
defined as follows, where the notation from the FSTSP is adopted unless stated otherwise.

A single depot exists, from which a single delivery truck and a fleet of one or more identical UAVs
(given by the set V) must depart and return. The truck serves customers along a TSP route, while
the UAVs serve customers directly from the DC. Unlike the FSTSP, there is no synchronization
between a UAV and a truck in the PDSTSP. Let C′ ⊆ C represent the set of customers that
may receive delivery of their parcel via UAV (i.e., the parcel’s weight does not exceed the UAV’s
payload capacity, no customer signature is required, and the customer’s location is accessible by
UAV). Additionally, let C′′ ⊆ C′ denote those UAV customers that are also within the UAV’s range
from the DC (i.e., customer i ∈ C′ is in set C′′ if τ′ i,c + τ′ c+1,i ≤ c). The objective is to minimize
the latest time that a vehicle returns to the depot, such that each customer is served exactly once.

A mixed integer linear programming formulation of the PDSTSP may be constructed with the
introduction of one new decision variable; define the binary decision variable ˆy i,v to equal one if
customer i ∈ C′′ is served by UAV v ∈ V. The model also employs the binary variable ˆx i,j, which
equals one if the truck travels from node i ∈ N0 to node j ∈ {N± : j ≠ i}, and the auxiliary decision
variable 1 ≤ ˆu i ≤ c + 2. The latter two decision variables are consistent with x i,j and u i from the
FSTSP formulation. Thus, the PDSTSP may be stated as:

Min  z
s.t.  z ≥ \sum_{i \in N_0} \sum_{j \in N_+ \atop j \neq i} \tau_{i,j} \hat{x}_{i,j}  \quad (33)
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\[ z \geq \sum_{i \in C''} (\tau'_{0,i} + \tau'_{i,c+1}) \hat{y}_{i,v} \quad \forall \ v \in V \quad (35) \]

\[ \sum_{i \in N_0} \hat{x}_{i,j} + \sum_{v \in V, j \in C''} \hat{y}_{j,v} = 1 \quad \forall \ j \in C \quad (36) \]

\[ \sum_{j \in N_+} \hat{x}_{0,j} = 1 \quad (37) \]

\[ \sum_{i \in N_0} \hat{x}_{i,c+1} = 1 \quad (38) \]

\[ \sum_{i \in N_0, i \neq j} \hat{x}_{i,j} = \sum_{k \in N_+} \hat{x}_{j,k} \quad \forall \ j \in C \quad (39) \]

\[ \hat{u}_i - \hat{u}_{j+1} \leq (c + 2)(1 - \hat{x}_{i,j}) \quad \forall \ i \in C, j \in \{N_+ : j \neq i\} \quad (40) \]

\[ 1 \leq \hat{u}_i \leq c + 2 \quad \forall \ i \in N_+ \quad (41) \]

\[ \hat{x}_{i,j} \in \{0, 1\} \quad \forall \ i \in N_0, j \in \{N_+ : j \neq i\} \quad (42) \]

\[ \hat{y}_{i,v} \in \{0, 1\} \quad \forall \ i \in C'', v \in V \quad (43) \]

The objective function (33) seeks to minimize the latest return time to the depot for both the UAV and the truck, where Constraints (34) and (35) provide lower bounds on \( z \), based on truck and UAV assignments, respectively. Constraint (36) ensures that each customer is visited exactly once, either by the truck or a UAV. Constraint (37) requires the truck to leave the depot exactly once, while Constraint (38) ensures that the truck returns to the depot. Additional routing constraints are provided by (39), which specifies that a truck entering a customer node must also leave that node, and (40), which is a standard subtour elimination constraint. Finally, Constraints (41), (42), and (43) specify the decision variable definitions.

### 4.1 A PDSTSP Heuristic

The PDSTSP is an amalgamation of two classical operations research problems. First, a TSP exists to sequence those customers assigned to the delivery truck. Second, the problem of scheduling the remaining customers to the fleet of UAVs is equivalent to the parallel identical machine scheduling problem with a minimal makespan objective. Here, each customer represents a “job” to be scheduled, the “processing time” of each being given by the UAV’s round trip flight time to serve that customer from the distribution center. The two problems, each of which are NP-hard, are connected by the need to select the partitioning of customers to be served either by the truck or by a UAV.

While we are not aware of any existing work on this particular combined problem, both the TSP and the parallel machine scheduling (PMS) problem have received considerable attention individually. For example, regarding the PMS problem, Min and Cheng (1999) propose a genetic algorithm and Xu and Nagi (2013) provide an exact approach utilizing column generation.

The proposed PDSTSP heuristic, summarized in Algorithm 6, guides the partitioning of customers that are either served by a UAV or by the delivery truck. The procedure begins by assuming that the UAVs will serve all eligible customers (i.e., all \( j \in C'' \)); the remaining customers are assumed to be served by the delivery truck. For customers in the candidate UAV partition, a PMS problem is solved to determine the assignments of customers to UAVs and the corresponding makespan. Similarly, a TSP is solved to determine the truck’s route to visit all customers in the truck partition. The “makespan” for the TSP represents the time at which the truck returns to the
depot. For now, assume the existence of functions that will solve the PMS problem and TSP (either exactly or heuristically). We denote these functions as \texttt{solvePMS()} and \texttt{solveTSP()}, respectively. A variety of specific solution approaches to these subproblems are explored in Section 5.

As the procedure continues, an improvement step reassigns individual customers to either the UAV or truck partitions, with the aim of balancing the UAV and truck makespans. If the makespan for the UAV assignments exceeds the duration of the truck’s tour, a customer from the UAV partition is chosen as a candidate to be served by the truck. The move affording the greatest net savings is chosen (as in Line 12 of Algorithm 6). If no move yields a savings in the overall makespan a swap is investigated. The \texttt{swap()} function, described in Algorithm 7, explores all pairwise exchanges of customers in the UAV and truck partitions. If the makespan for the truck assignments determines the overall makespan, the \texttt{swap()} function is again employed. The process of reallocating customers to the UAV and truck partitions is repeated until no improved solutions may be obtained.

5 Empirical Results

A series of numerical experiments were conducted to assess the effectiveness of the proposed FSTSP and PDSTSP heuristics, and to gain insights into potential strategies for future enhancements. In addition to assessing the proposed heuristics, a study was conducted to explore the trade-offs between increased UAV flight speed and longer flight endurance. All computational work was conducted on an HP 8100 Elite desktop PC with a quad-core Intel i7-860 processor and 4 GB RAM running Ubuntu Linux 14.04 in 64-bit mode. Where applicable, mixed integer linear programming models were solved via Gurobi version 5.6.0, a popular solver software package. Heuristics were coded in Python version 2.7.5.

5.1 Analysis of the FSTSP Heuristic Framework

Because the FSTSP is a newly-defined problem, there exist no solution approaches against which the proposed heuristic framework may be evaluated. Therefore, our basis for comparison is to solve the FSTSP via a MILP solver, which is possible only for small-scale problem instances.

As discussed in Section 3.3, the proposed FSTSP heuristic framework relies on a mechanism for repeatedly solving TSPs. Four candidate TSP solution approaches were investigated. The first involves solving the TSP subproblem optimally via an integer programming solver (e.g., Gurobi). The integer programming formulation for the so-called “IP” approach for the TSP subproblem is described in Appendix A. While this is an acceptable approach for small-scale problems, it may not be computationally expedient for problems of practical size. Therefore, three common and easy to implement TSP construction heuristics were also tested, details of which may be found in Chapter 8 of Goetschalckx (2011).

The first heuristic is a modification of the well-known Clarke-Wright savings heuristic (Clarke and Wright 1964). In this procedure, each customer is initially connected directly to the depot. Then, the pair of customers affording the maximum “savings” resulting from connecting them in succession is chosen, where the savings associated with replacing \(0 \rightarrow i \rightarrow c + 1\) and \(0 \rightarrow j \rightarrow c + 1\) by \(0 \rightarrow i \rightarrow j \rightarrow c + 1\) is calculated as \(\tau_{i,c+1} + \tau_{0,j} - \tau_{i,j}\). The procedure adds one customer at a time to the “outside” of the connected nodes until a valid TSP tour is obtained.

The second TSP heuristic is the “nearest neighbor,” whereby a route is constructed by starting at the depot location and choosing the customer closest to the current location. Finally, the third TSP heuristic is a “sweep” approach. The procedure begins by constructing a ray that emanates from a chosen focal point. For the purpose of our numerical analysis, the focal point was chosen to
Algorithm 6 Pseudocode of the main PDSTSP heuristic

1: Initialize: uavCustomers = $C''$; truckCustomers = $C \setminus C''$
2: [uavMkspn, uavAssignments] = solvePMS(uavCustomers)
3: [truckMkspn, truckRoute] = solveTSP(truckCustomers)
4: repeat
5: if (uavMkspn > truckMkspn) then
6:   % Seek to improve solution by reducing the UAV makespan
7:   maxSavings = 0
8:   for all i ∈ uavCustomers do
9:     uavCustomers' = uavCustomers \ i; truckCustomers' = truckCustomers ∪ i
10:    [uavMkspn', uavAssignments'] = solvePMS(uavCustomers')
11:    [truckMkspn', truckRoute'] = solveTSP(truckCustomers')
12:    savings = uavMkspn' − uavMkspn; cost = truckMkspn' − truckMkspn
13:    if ((savings − cost) > maxSavings) then
14:       maxSavings = savings − cost
15:       i* = i
16:       uavMkspn* = uavMkspn'; truckMkspn* = truckMkspn'
17:       uavAssignments* = uavAssignments'; truckRoute* = truckRoute'
18:    end if
19: end for
20: if (maxSavings > 0) then
21:   uavCustomers = uavCustomers \ i*; truckCustomers = truckCustomers ∪ i*
22:   uavMkspn = uavMkspn*; truckMkspn = truckMkspn*
23: else
24:   [maxSavings, uavMkspn, truckMkspn, uavAssignments, truckRoute]
25:      = swap(uavMkspn, truckMkspn, uavCustomers, truckCustomers, $C''$)
26: if (maxSavings == 0) then
27:   Stop. No improved solution found via the swap.
28: end if
29: end if
30: else
31:   [maxSavings, uavMkspn, truckMkspn, uavAssignments, truckRoute]
32:      = swap(uavMkspn, truckMkspn, uavCustomers, truckCustomers, $C''$)
33: if (maxSavings == 0) then
34:   Stop. No improved solution found via the swap.
35: end if
36: end if
37: until Stop
38: return uavMkspn, truckMkspn, uavAssignments, truckRoute
Algorithm 7 Pseudocode of the swap function

Require: uavMkspn, truckMkspn, uavCustomers, truckCustomers, C''

Initialize: maxSavings = 0

for all i ∈ uavCustomers do
  for all j ∈ \{truckCustomers \cap C''\} do
    uavCustomers' = uavCustomers \setminus i \cup j; truckCustomers' = truckCustomers \cup i \setminus j
    uavMkspn', uavAssignments' = solvePMS(uavCustomers')
    truckMkspn', truckRoute' = solveTSP(truckCustomers')
    if (max\{uavMkspn, truckMkspn\} − max\{uavMkspn', truckMkspn'\} > maxSavings) then
      maxSavings = max\{uavMkspn, truckMkspn\} − max\{uavMkspn', truckMkspn'\}
      uavMkspn'' = uavMkspn'; truckMkspn'' = truckMkspn'
      uavAssignments'' = uavAssignments'; truckRoute'' = truckRoute'
    end if
  end for
end for

if (maxSavings > 0) then
  uavMkspn = uavMkspn''; truckMkspn = truckMkspn''
  uavAssignments = uavAssignments''; truckRoute = truckRoute''
end if

return maxSavings, uavMkspn, truckMkspn, uavAssignments, truckRoute

be the location of the depot and the initial angle of the ray was zero radians. A route is constructed
by starting at the depot and visiting customers in the order in which they are intersected by the ray
as it rotates back to its initial orientation; we chose a clockwise rotation in our analysis. Different
solutions may be obtained by changing the focal point, initial angle, and rotation direction of the
ray.

A collection of 72 test problems was generated, each containing 10 customers distributed across
an 8-mile square region. For each problem, the depot location was randomly chosen to be either
the average of the x- and y-coordinates of the customers (i.e., near the center of gravity), the
average of the customers’ x-coordinates with a y-coordinate of zero, or at the southwest corner of
the region (origin). Between 80 and 90% of the customers were designated as being UAV-eligible.
The endurance of the UAV was chosen to be either 20 or 40 minutes. UAV speeds were selected
as 15, 25, or 35 miles/hour, with Euclidean UAV flight paths. The truck speed was assumed to be
25 miles/hour, with truck travel being based on the Manhattan metric. The parameters $s_L$ and $s_R$
were assumed to be one minute each.

Each test problem was solved via the MILP formulation provided in (1)–(32) of Section 3.2 using
Gurobi, with a time limit of 30-minutes per problem. The FSTSP heuristic framework was evaluated
with the four TSP solution methodologies described above. Figure 5 provides a summary of the
FSTSP heuristic’s performance for the various TSP solution approaches, where “IP” represents the
use of the integer programming formulation found in Appendix A to solve the TSP subproblem, and
“savings”, “nearest neighbor”, and “sweep” represent the three candidate TSP heuristics evaluated.
The “gap” reported is the percentage difference between the solution obtained by Gurobi for the
MILP formulation of the FSTSP and each heuristic. Note that Gurobi required the full 30-minute
limit for all 72 problems, such that none of the solutions to the FSTSP formulations were provably
optimal. For this reason, a negative gap was reported for many test instances, indicating that the
heuristics often found better solutions than Gurobi. Additional performance details are provided
in Table 1.
There was a marked difference in solution quality among the different TSP heuristics employed. In particular, the “IP” approach outperformed all others in terms of solution quality, with an average solution being better than what was obtained by Gurobi when solving the comprehensive FSTSP formulation. While this approach is not practical for large-scale problems (it is time-prohibitive to repeatedly solve large TSP instances to optimality), the results suggest that the incorporation of effective TSP heuristics will improve the performance of the overall FSTSP heuristic. In particular, the savings heuristic performed well, especially when considering that it required only fractions of a second to solve. However, the nearest neighbor and sweep heuristics were not competitive in terms of solution quality. To put the optimality gaps into perspective, the 8.33% average gap associated with the sweep heuristic indicates that this solution approach produces solutions that result in only 4.8 minutes of additional delivery time beyond what was found by the complete MILP formulation solved via Gurobi. Meanwhile, the 30.93% maximum gap represented an additional delivery time of 18 minutes from Gurobi’s solution.

Although there are numerous alternative TSP heuristics, the purpose of this paper is not to determine the definitive heuristic. However, as demonstrated above, the numerical analyses suggest that high-quality (i.e., near-optimal) TSP solutions have a positive impact on the solution quality obtained by the proposed FSTSP heuristic framework. An attractive future research topic would be to explore and identify alternative TSP heuristics that offer improved performance within the proposed solution framework.

Figure 5: A comparison of the FSTSP heuristic’s effectiveness using various solution approaches for the underlying TSP.
Table 1: A summary of the FSTSP heuristic’s performance with various TSP solution approaches.

| TSP Solution Approach | Gap [%] | | | Runtime [s] | | |
|-----------------------|---------|---------|---------|---------|---------|
|                       | Avg     | Min     | Max     | Avg     | Min     | Max     |
| IP                    | -1.16   | -21.73  | 11.59   | 5.026   | 0.380   | 31.540  |
| Savings               | 0.33    | -17.33  | 14.07   | 0.004   | 0.001   | 0.006   |
| Nearest Neighbor      | 2.91    | -12.45  | 19.26   | 0.004   | 0.001   | 0.006   |
| Sweep                 | 8.33    | -15.70  | 30.93   | 0.004   | 0.001   | 0.006   |
| FSTSP Formulation     | 1800.000| 1800.000| 1800.000| 1800.000| 1800.000| 1800.000|

5.2 Analysis of the PDSTSP Heuristic Framework

Recall that the proposed PDSTSP heuristic framework requires the solution to a TSP for truck routes and to a PMS problem for the UAV-to-customer assignments. In this analysis, three TSP heuristics were evaluated in the framework; namely, the optimal TSP solution obtained via a MILP solver, the savings heuristic, and the nearest neighbor heuristic. The sweep heuristic evaluated above was excluded due to its poor performance in the FSTSP testing.

Similarly, the PMS subproblem was evaluated via a binary integer programming formulation to obtain optimal PMS solutions and the popular longest processing time (LPT) first heuristic. The integer programming formulation for the PMS subproblem appears in Appendix B. The LPT heuristic (c.f., Chapter 5 of Pinedo (2012)) first sorts all processing times (e.g., the UAV’s roundtrip travel time from the depot to a particular customer) in descending order. It then assigns the longest tour to the first available UAV. This is repeated until each customer is assigned to exactly one UAV.

Test problems were generated with either 10 or 20 customers, such that 80-90% of customers were UAV-eligible according to weight. The truck and UAV speeds were fixed at 25 miles/hour, with the UAV having a flight endurance of 30 minutes. The depot location was selected as being either near the center of all customers, near the edge of the customer region, or at the origin (as with the FSTSP test problems). Customer locations were generated such that either 20, 40, 60, or 80% of all customers were located within the UAV’s range of the depot. Each of the above parameter settings were repeated 10 times, resulting in the generation of 240 unique test problems (120 10-customer problems and 120 20-customer problems). Each of these problems was solved with a single truck and either 1, 2, or 3 available UAVs, resulting in 720 test instances.

To evaluate the quality of solutions obtained by the PDSTSP heuristic framework, the MILP formulation provided in (33) – (43) of Section 4 was solved via Gurobi, with a 3-minute time limit per problem. Gurobi was able to find the optimal solution for all of the 10-customer problems. However, Gurobi was terminated at the time limit on 87 of the 360 20-customer instances. Thus, negative gaps shown in Figure 6 are indicative of cases where the heuristic outperformed Gurobi. The labels on the x-axis describe the solution approaches to the underlying TSP and PMS subproblems. For example, “IP/IP” indicates that the TSP and PMS subproblems were solved optimally via the integer programming (IP) formulations provided in Appendices A and B, respectively. Similarly, “Savings/LPT” indicates that the TSP subproblems were solved via the savings heuristic while the PMS subproblems were solved by the LPT first heuristic.

Figure 6 and Table 2 highlight some interesting characteristics of the proposed PDSTSP solution framework. First, we observe that the use of exact (integer programming) approaches for solving the individual TSP and PMS subproblems (labeled “IP/IP” in the figure) yielded near-optimal results. However, the runtimes required to repeatedly solve the TSP subproblems to optimality for the 20-customer instances were significantly longer than Gurobi’s cutoff time for solving the full PDSTSP
formulation. Alternatively, the use of the savings heuristic to solve TSP subproblems required significantly shorter runtimes while producing competitive solutions in terms of optimality gaps. This was true when the PMS subproblems were solved by either the “IP” or LPT first approaches. In fact, for a given TSP solution approach, solutions obtained via the LPT first heuristic were often identical in quality to those obtained when the IP formulation was used to solve the PMS subproblems optimally. Furthermore, when observing the runtimes in Table 2, we note that the LPT first heuristic is generally faster than the IP approach to solving the PMS subproblems (when using the same TSP solution approach). Thus, this analysis underscores the importance of the TSP heuristic and indicates that the LPT first heuristic appears to provide near-optimal solutions to the PMS subproblems.

Regarding the optimality gap percentages reported in Table 2, we note that the 0.12% average gap associated with the “IP/IP” approach indicates that the heuristic solution results in average delivery times that are only 0.09 minutes longer than optimal for the 10-customer problems. Similarly, the 0.22% average gap for the 20-customer problems represents an average delivery time increase of 0.24-minutes when compared to the best-known solutions. At the other end of the spectrum, the 10-customer problems employing the nearest neighbor heuristic for solving the TSP resulted in solutions requiring an average of roughly 6.8 minutes of additional delivery time for the 10-customer problems and approximately 16.7 minutes of extra delivery time for the 20-customer problems.

Figure 6: Solution quality for variants of the PDSTSP heuristic on combined 10- and 20-customer problems. The gap is based on the best solution obtained by Gurobi within the time limit.
Table 2: Details of heuristic performance on small PDSTSP instances.

<table>
<thead>
<tr>
<th>Solution Approach</th>
<th>10 Customers</th>
<th></th>
<th>20 Customers</th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Gap [%]</td>
<td>Runtime [s]</td>
<td>Gap [%]</td>
<td>Runtime [s]</td>
</tr>
<tr>
<td>TSP</td>
<td>Avg</td>
<td>Max</td>
<td>Avg</td>
<td>Max</td>
</tr>
<tr>
<td>IP</td>
<td>0.12</td>
<td>10.13</td>
<td>2.4856</td>
<td>29.97</td>
</tr>
<tr>
<td>IP</td>
<td>0.12</td>
<td>10.13</td>
<td>2.3093</td>
<td>28.85</td>
</tr>
<tr>
<td>Savings IP</td>
<td>1.57</td>
<td>20.68</td>
<td>0.2373</td>
<td>8.26</td>
</tr>
<tr>
<td>Savings LPT</td>
<td>1.58</td>
<td>20.68</td>
<td>0.0003</td>
<td>0.01</td>
</tr>
<tr>
<td>Nearest IP</td>
<td>5.46</td>
<td>37.17</td>
<td>0.2335</td>
<td>8.26</td>
</tr>
<tr>
<td>Nearest LPT</td>
<td>5.46</td>
<td>37.17</td>
<td>0.0003</td>
<td>0.01</td>
</tr>
<tr>
<td>PDSTSP Formulation</td>
<td>0.3194</td>
<td>2.02</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

5.3 Speed versus Endurance

Battery-powered UAVs are subject to limited flight endurance, which is a function of the aircraft’s travel speed. Whereas traditional delivery vehicles are subject to posted speed limits, such restrictions currently do not apply to UAVs. As highlighted below, the determination of a UAV’s travel speed is an important consideration in the overall efficiency of potential drone-facilitated parcel delivery operations.

A total of 90 unique test problems were generated to assess the trade-offs between longer flight times and faster travel speeds. These problems considered 25-, 50-, and 75-customer instances with varying depot locations. Nine speed/endurance combinations were tested, ranging from 20 miles per hour and 20 minutes to 40 miles-per-hour and 40 minutes. To highlight the impacts of speed and endurance, the speed/endurance combinations shown in Figures 7 and 8 are grouped according to equivalent total flight distances. For example, a UAV traveling 20 miles per hour with an endurance of 30 minutes has a total maximum flight distance of 10 miles, which is the same distance resulting from a speed of 30 miles per hour with an endurance of 20 minutes. The truck speed in each instance was held constant at 25 miles per hour. These test problems were solved by the proposed PDSTSP and FSTSP frameworks, using the savings heuristic to solve the TSP subproblems and the LPT first heuristic to solve PMS subproblems in the case of the PDSTSP.

Summaries of the experiments for PDSTSP instances involving either one or three UAVs are shown in Figure 7, where solutions to the PDSTSP are compared against optimal solutions from a TSP (e.g., when only a traditional delivery truck is used, without the aid of a UAV). The results suggest that speed, even at the expense of endurance, is a critical factor in leveraging UAVs in last-mile delivery operations. The effects of increased speed are especially evident in the three-UAV test cases. In particular, for the two scenarios in which the UAV’s flight range is 13.33 miles in Figure 7b, note that the faster speed of 40 mph (with an endurance of 20 minutes) leads to improved performance versus the slower speed of 20 mph (with an endurance of 40 minutes). Similarly, there is a dramatic improvement between a UAV traveling at 40 mph versus 30 mph for a fixed endurance of 20 minutes of flight time.

Results for FSTSP instances, summarized in Figure 8a, demonstrate a similar behavior. Figure 8b shows that low travel speeds, even with high endurance, limit the number of eligible customers that are visited by the UAV. In general, the overall benefit over traditional delivery means is less than what is realized from the PDSTSP. This is not surprising, as the UAV operating in conjunction with the delivery truck results in a system that must be highly synchronized. Recall that in the proposed FSTSP formulation, a UAV launching from or returning to the truck must do so at
5.4 Contrasting the FSTSP and PDSTSP

The PDSTSP and FSTSP, first defined in this paper, are motivated by two distinct operating scenarios. Specifically, the PDSTSP, represented in Figure 2, is motivated by cases where a large percentage of customers are located within the flight range of one or more UAVs departing from the depot. Conversely, when the depot is remotely located, as in the case of Figure 3, the FSTSP is a viable approach. However, there are scenarios in which the choice of operating policy is not obvious. As an example, consider the scenarios shown in Figures 9, 10, and 11. Each figure depicts the same collection of customers, but with a different depot location. For the sake of comparison, a single UAV is assumed for both the PDSTSP and FSTSP (although the model for the PDSTSP does allow multiple UAVs). Note that the truck paths shown in these figures are represented by straight arcs, although the actual truck travel along the underlying road network (not shown) is rectilinear. Consistent with our intuition, as the number of customers within the UAV’s flight radius from the depot decreases the FSTSP approach becomes more attractive.

Consider Figure 9, where six of the nine customers are within the UAV’s flight range. The PDSTSP solution represents a much shorter makespan than what is afforded by the FSTSP. Note that the optimal PDSTSP solution (Figure 9a) only assigns four of the six UAV-eligible customers to the single UAV operating from the depot. This demonstrates that a naive approach assigning all UAV-eligible customers to a UAV would be suboptimal. It also indicates that the total required delivery time could be reduced by incorporating a second UAV. In contrast, although the FSTSP solution (Figure 9b) only assigns two customers to the UAV, the resulting makespan is still shorter than what is possible when only a delivery truck is employed. Thus, while the FSTSP was not motivated by scenarios in which the depot is centrally located, it does offer improvements over a TSP-only solution.

Figure 10 depicts a situation where four customers are within range of the depot. Note that the optimal PDSTSP solution (Figure 10a) assigns all four of the UAV-eligible customers within the flight range to the UAV. The optimal FSTSP solution, shown in Figure 10b, assigns two customers...
Figure 8: Impacts of speed and endurance for the FSTSP. Numbers above each speed/endurance pair represent groupings of equivalent total flight distances.

Figure 9: Six customers are within the UAV’s flight radius from a centrally-located depot. Customers 2 and 9 (circular nodes) are ineligible to be served via UAV (e.g., due to parcel weight restrictions).
to the UAV. One of these customers is outside of the UAV flight range centered about the depot. In this case, with a smaller percentage of customers that may be visited directly from the depot, the difference in makespans between the PDSTSP and FSTSP is smaller than what was observed in Figure 9.

Finally, Figure 11 shows a case in which only two customers are within the UAV’s flight range from the remote depot. Although the optimal FSTSP solution (11b) only assigns the UAV to visit one customer, the resulting makespan is shorter than the optimal PDSTSP makespan in which two customers are visited (Figure 11a). This is a result of the truck’s rectilinear travel, which requires the truck in the PDSTSP solution to pass near the locations of customers 3 and 5.

This brief analysis indicates that, outside of the distinct operating environments in which the PDSTSP and FSTSP were motivated, it may be difficult to determine a priori whether the PDSTSP or FSTSP is more appropriate. An interesting potential research direction would be to identify the operating characteristics that may determine whether the FSTSP or PDSTSP approach is preferable. Such an analysis will be influenced by a number of key problem parameters, including the geographic spread and number of customers, the number of UAVs (recall that the PDSTSP
Figure 11: Only two customers are within the UAV flight radius from a remotely-located depot. Customers 2 and 9 (circular nodes) are ineligible to be served via UAV (e.g., due to parcel weight restrictions).
considers multiple possible UAVs while the FSTSP is limited to a single UAV), the location of the depot, UAV speeds and endurance, truck speeds, density of the road network and presence of one-way streets (both of which will influence the truck’s travel time), and the time required for launching and retrieving UAVs from the truck. Furthermore, due to the computational complexity of both problems, only very small-scale problems may be solved optimally. However, problems of practical size must be solved via heuristic methods. Thus, it may be difficult to determine if differences in solutions between the FSTSP and PDSTSP are a result of fundamental operating differences, or simply due to differences in optimality gaps.

6 Discussion and Future Research

Recent demonstrations by Amazon, Google, and DHL (among others) have shown the potential of UAVs for small parcel delivery. While extensive research efforts have focused on the technical aspects of UAVs, this paper seeks to provide new algorithms designed to optimize the operational elements of a delivery-by-drone logistics system.

In particular, two new problems have been formally defined. The FSTSP seeks to coordinate a traditional delivery truck with a UAV that may be launched from the truck. Solutions to this problem enable the benefits of UAVs in cases where direct flights from distribution centers to customers are impractical due to the UAV’s limited flight endurance. In cases where a significant proportion of customers are located within close proximity to the distribution center, solutions to the proposed PDSTSP provide optimal assignments of a fleet of UAVs and a delivery truck to customers.

Due to the NP-hard nature of these problems, only small-scale problems may be solved optimally via mixed integer programming solvers. Therefore, simple yet effective heuristic solution frameworks for solving large-sized instances of the FSTSP and PDSTSP were proposed. These solution approaches were validated via an extensive numerical analysis, which also indicated that these delivery-by-drone systems may be made more efficient by utilizing faster UAVs, even at the expense of reduced flight endurance.

This work represents a foundation from which a variety of future research may be conducted. For example, further work that relaxes some of the operational constraints imposed for the sake of model tractability will enable improved logistic system performance. This includes allowing UAVs to launch from, and return to, the same location, or allowing UAVs to rendezvous at non-customer locations. Extending the FSTSP formulation to consider multiple UAVs and multiple delivery trucks is another logical future research direction. Furthermore, there are opportunities to integrate the FSTSP and PDSTSP to address scenarios in which a truck/UAV tandem can operate in parallel with a fleet of UAVs operating from a distribution center. The resulting problem may leverage aspects of the foundational heuristics developed for the individual FSTSP and PDSTSP.

From an algorithmic perspective, subsequent studies may identify improvements to the proposed heuristic frameworks for these problems. For example, consider the greedy PDSTSP heuristic described in Algorithm 6. Initially, all UAV-eligible customers are assigned to the UAVs, leaving the remaining customers assigned to the truck. If the truck’s makespan exceeds that of the UAV, minimal improvement may be possible given that solutions are initialized to assign all UAV-eligible customers to the UAVs. Thus, the current procedure focuses on the case where the UAV makespan exceeds that of the truck, where reductions to the UAV makespan are sought by shifting customers to the truck. As the heuristic is executed, if the UAV makespan continues to exceed that of the truck, the heuristic seeks to move the UAV customer with the greatest associated savings to the truck’s route. Another area for future heuristic improvement would be to incorporate a more
sophisticated local search into Algorithm 6. Specifically, this could be applied to the block of code in lines 29–34 (which addresses the case where the truck makespan exceeds the UAV makespan). The use of simulated annealing, tabu search, or a related procedure may also be helpful in investigating moves that might escape local optima by exploring potentially non-improving moves of customers back to the UAV from the truck. These improved heuristics may benefit from the development of lower bounds, perhaps via constraint relaxation, to assess solution quality for problems in which optimality may not be reached within an acceptable time.

While this paper considers the minimization of the time required to complete all deliveries as the objective, future research may consider alternative objective functions, such as minimizing total cost. Presently, such cost-benefit analyses are impractical as there are currently no commercially-available UAVs designed explicitly for parcel delivery. When such UAVs do become available in the marketplace, there will likely be a wide variety of features offered. For example, some UAVs will come equipped with more sophisticated automated obstacle detection and avoidance functionality, which will obviously cost more but may reduce the need for remote human “pilots.” Furthermore, in a cost-benefit analysis, not only is the cost of the vehicles themselves important, but also maintenance, insurance, manpower, fuel, and operational costs. These costs will vary by operational area, which will dictate the number and geographic distribution of customers, labor rates, and fuel costs, among other factors. Fortunately, as companies move closer to implementing delivery-by-drone, estimates for these costs may be more readily obtained.

We expect that the modeling and algorithmic contributions provided by this work will facilitate the impending implementation of drone-facilitated parcel delivery as UAV technologies continue to evolve.
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Appendices

Appendix A  IP Formulation for the TSP

TSP subproblems may be solved optimally via the following integer program (IP), for a given subset of customers, \( \hat{C} \subseteq C \), that must be visited by the truck.

\[
\begin{align*}
\text{Min} & \quad \sum_{i \in N_0} \sum_{\substack{j \in N_+ \\setminus \{i\}}} \tau_{ij} x_{ij} \\
\text{s.t.} & \quad \sum_{i \in N_0 \setminus \{j\}} x_{ij} = 1 \quad \forall \ j \in N_+,
\end{align*}
\]

\[
\sum_{i \in N_0 \setminus \{j\}} x_{ij} = \sum_{k \in N_+ \setminus \{j\}} x_{jk} \quad \forall \ j \in \hat{C},
\]

\[ u_i - u_j + 1 \leq (|\hat{C}| + 2)(1 - x_{ij}) \quad \forall \ i \in \hat{C}, j \in \{N_+: j \neq i\}, \]
\[ 1 \leq u_i \leq |\hat{C}| + 2 \quad \forall \ i \in N_+, \]
\[ x_{ij} \in \{0, 1\} \quad \forall \ i \in N_0, j \in \{N_+: j \neq i\}. \]

The network representation defined for the FSTSP is applied here, such that trucks depart from the depot at node 0 and return to the depot at node \( c + 1 \). Recall that \( c \) represents the number of customers in the overall FSTSP. Thus, node \( c + 1 \) represents the depot for both the overall FSTSP and for the TSP subproblem involving a subset of customers. This allows solutions from the TSP subproblem to be compatible with FSTSP solutions to the same problem. Let \( N_0 \) represent the set of nodes from which the truck may depart; \( N_0 = 0 \cup \hat{C} \cup c + 1 \). Similarly, \( N_+ \) represents the set of nodes to which the truck may visit during the course of a tour; \( N_+ = \hat{C} \cup c + 1 \). Binary decision variable \( x_{ij} \) equals one if the truck travels directly from node \( i \in N_0 \) to node \( j \in N_+ \).

**Appendix B  IP Formulation for the PMS Problem**

PMS subproblems may be solved optimally via the following IP, for a given subset of customers, \( \bar{C} \subseteq C \), that must be visited by the fleet of UAVs, \( V \).

\[
\text{Min } z \sum_{i \in \bar{C}} \left( \tau'_{0;i} + \tau'_{i,c+1} \right) y_{iv} \quad \forall \ i \in \bar{C}, \forall \ v \in V,
\]
\[
\sum_{v \in V} y_{iv} = 1 \quad \forall \ i \in \bar{C},
\]
\[
y_{iv} \in \{0, 1\} \quad \forall \ i \in \bar{C}, v \in V.
\]

The network representation defined for the PDSSTSP is applied here, such that UAVs depart from the depot at node 0 and return to the depot at node \( c + 1 \). Recall that \( c \) represents the number of customers in the overall PDSTSP. Thus, node \( c + 1 \) represents the depot for both the overall PDSTSP and for the PMS subproblem involving a subset of customers.
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Abstract
Once limited to the military domain, unmanned aerial vehicles are now poised to gain widespread adoption in the commercial sector. One such application is to deploy these aircraft, also known as drones, for last-mile delivery in logistics operations. While significant research efforts are underway to improve the technology required to enable delivery by drone, less attention has been focused on the operational challenges associated with leveraging this technology. This paper provides two mathematical programming models aimed at optimal routing and scheduling of unmanned aircraft, and delivery trucks, in this new paradigm of parcel delivery. In particular, a unique variant of the classical vehicle routing problem is introduced, motivated by a scenario in which an unmanned aerial vehicle works in collaboration with a traditional delivery truck to distribute parcels. We present mixed integer linear programming formulations for two delivery-by-drone problems, along with two simple, yet effective, heuristic solution approaches to solve problems of practical size. Solutions to these problems will facilitate the adoption of unmanned aircraft for last-mile delivery. Such a delivery system is expected to provide faster receipt of customer orders at less cost to the distributor and with reduced environmental impacts. A numerical analysis demonstrates the effectiveness of the heuristics and investigates the tradeoffs between using drones with faster flight speeds versus longer endurance.